**Experiment Name:**

Write a program that lets the user enter time in seconds, up to 65535 and outputs the time as hours: minutes: seconds format. Use INDEC and OUTDEC to do the I/O.

**Theory:**

The objective of this program is to show a number in hours: minutes: seconds format. INDEC and OUTDEC are needed to perform the I/O operation. For this program in assembly, While loop, CMP, Stack, INDEC, OUTDEC were used as well as the required instructions and some registers to execute the solution.

**Code:**

.MODEL SMALL

.STACK 100H

.DATA

P1 DB 'Enter the time in seconds (0 to 65535) = $'

P2 DB 0DH,0AH,'Time in hh:mm:ss format= $'

COLON DB ' : $'

.CODE

MAIN PROC

MOV AX, @DATA

MOV DS, AX

LEA DX, P1

MOV AH, 9

INT 21H

CALL INDEC

PUSH AX

LEA DX, P2

MOV AH, 9

INT 21H

POP AX

XOR DX, DX

MOV CX, 3600

DIV CX

CMP AX, 10

JGE @HOURS

PUSH AX

MOV AX, 0

CALL OUTDEC

POP AX

@HOURS:

CALL OUTDEC

MOV AX, DX

PUSH AX

LEA DX, COLON

MOV AH, 9

INT 21H

POP AX

XOR DX, DX

MOV CX, 60

DIV CX

CMP AX, 10

JGE @MINUTES

PUSH AX

MOV AX, 0

CALL OUTDEC

POP AX

@MINUTES:

CALL OUTDEC

MOV BX, DX

LEA DX, COLON

MOV AH, 9

INT 21H

MOV AX, BX

CMP AX, 10

JGE @SECONDS

PUSH AX

MOV AX, 0

CALL OUTDEC

POP AX

@SECONDS:

CALL OUTDEC

MOV AH, 4CH

INT 21H

MAIN ENDP

INDEC PROC

PUSH BX

PUSH CX

PUSH DX

JMP @READ

@SKIP\_BACKSPACE:

MOV AH, 2

MOV DL, 20H

INT 21H

@READ:

XOR BX, BX

XOR CX, CX

XOR DX, DX

MOV AH, 1

INT 21H

CMP AL, "-"

JE @MINUS

CMP AL, "+"

JE @PLUS

JMP @SKIP\_INPUT

@MINUS:

MOV CH, 1

INC CL

JMP @INPUT

@PLUS:

MOV CH, 2

INC CL

@INPUT:

MOV AH, 1

INT 21H

@SKIP\_INPUT:

CMP AL, 0DH

JE @JUMP\_TO\_END\_INPUT

CMP AL, 8H

JNE @NOT\_BACKSPACE

CMP CH, 0

JNE @CHECK\_REMOVE\_MINUS

CMP CL, 0

JE @SKIP\_BACKSPACE

JMP @MOVE\_BACK

@JUMP\_TO\_END\_INPUT:

JMP @END\_INPUT

@CHECK\_REMOVE\_MINUS:

CMP CH, 1

JNE @CHECK\_REMOVE\_PLUS

CMP CL, 1

JE @REMOVE\_PLUS\_MINUS

@CHECK\_REMOVE\_PLUS:

CMP CL, 1

JE @REMOVE\_PLUS\_MINUS

JMP @MOVE\_BACK

@REMOVE\_PLUS\_MINUS:

MOV AH, 2

MOV DL, 20H

INT 21H

MOV DL, 8H

INT 21H

JMP @READ

@MOVE\_BACK:

MOV AX, BX

MOV BX, 10

DIV BX

MOV BX, AX

MOV AH, 2

MOV DL, 20H

INT 21H

MOV DL, 8H

INT 21H

XOR DX, DX

DEC CL

JMP @INPUT

@NOT\_BACKSPACE:

INC CL

CMP AL, 30H

JL @ERROR

CMP AL, 39H

JG @ERROR

AND AX, 000FH

PUSH AX

MOV AX, 10

MUL BX

MOV BX, AX

POP AX

ADD BX, AX

JC @ERROR

CMP CL, 5

JG @ERROR

JMP @INPUT

@ERROR:

MOV AH, 2

MOV DL, 7H

INT 21H

XOR CH, CH

@CLEAR:

MOV DL, 8H

INT 21H

MOV DL, 20H

INT 21H

MOV DL, 8H

INT 21H

LOOP @CLEAR

JMP @READ

@END\_INPUT:

CMP CH, 1

JNE @EXIT

NEG BX

@EXIT:

MOV AX, BX

POP DX

POP CX

POP BX

RET

INDEC ENDP

OUTDEC PROC

PUSH BX

PUSH CX

PUSH DX

CMP AX, 0

JGE @START

PUSH AX

MOV AH, 2

MOV DL, "-"

INT 21H

POP AX

NEG AX

@START:

XOR CX, CX

MOV BX, 10

@OUTPUT:

XOR DX, DX

DIV BX

PUSH DX

INC CX

OR AX, AX

JNE @OUTPUT

MOV AH, 2

@DISPLAY:

POP DX

OR DL, 30H

INT 21H

LOOP @DISPLAY

POP DX

POP CX

POP BX

RET

OUTDEC ENDP

END MAIN

**Output:**

**![](data:image/png;base64,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)**

**Discussion:**

In the above program, a number was taken as input from the user and then INDEC was called which is a procedure. The functionality of INDEC procedure is to take the input and process it like a decimal number. As in earlier assembly codes, multi-digit number was considered as an array of digit. Now using INDEC procedure, it works like a number to process with. After that, the number was pushed to the stack and then it was divided by 3600 using DIV to get the hour and if hour was greater than 9 then OUTDEC procedure was called to process that 2 digit hour and return to the output console. The above steps were repeated for both minutes and seconds also. In minutes option, it was divided by 60 using DIV. Thus in the output, using a colon(:) hours: minutes: seconds was printed on the console.